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1 Introduction

“Listen to the technology; find out what it’s telling you.” – Carver Mead, 1981

The successful formula in circuit integration has been both top-down and rigidly hierarchical, with sharp boundaries in the levels of abstractions: from transistors, to gates, to functional units, to processors. Perhaps the most fundamental abstraction is the one that separates the physical level from the logical level, namely that all digital computation consists of a deterministic sequence of zeros and ones. From the logic level up, the precise Boolean functionality of a circuit is prescribed; it is up to the physical layer to produce voltage values that can be interpreted as the exact logical values that are called for. This abstraction is firmly entrenched yet costly: variability, uncertainty, and noise in parameters and signals – all must be masked and compensated for through physical design and manufacturing [1].

As the semiconductor industry contemplates the end of Moore’s Law, there has been a groundswell of interest in technologies that offer a path to scaling beyond the limits of the current complementary metal-oxide-semiconductor (CMOS) technology [2]. Nanoscale technologies such as carbon nanotubes, nanowire arrays, and molecular switches present both challenges and opportunities for design automation. On the one hand, such technologies promise unprecedented densities, which will translate into vast numbers of switches, logic gates, and bits. On the other hand, both the scale and the assembly techniques constrain the circuits, particularly if they are self-assembled. Most of the technologies are characterized by very high defect rates, as well as inherent randomness in their wiring [2]. We argue that the deterministic paradigm is untenable in the nanoscale regime. This project will develop a vertically integrated framework for circuit integration based on probabilistic design that captures and exploits the inherent randomness in the components, connectivity, and execution of nanoscale technologies [3].

“If I can't create it, I don't understand it.” – Richard Feynman, 1983

In the nascent field of synthetic biology, practitioners are striving to create new form and functionality in biological systems through genetic manipulations. Recent accomplishments portend of a coming revolution in the biosciences. From Salmonella that secretes spider silk proteins [2], to yeast that degrades biomass into ethanol [2], to E. coli that produces antimalarial drugs [2], the potential impacts are far-reaching. Still in its early stages, the field has been driven by experimental expertise; the remarkable exploits are attributable to the skill of the researchers in specific domains of biology. There has been a concerted effort to assemble repositories of standardized components [2]. However, creating and integrating synthetic components remains an ad hoc process.

The field of synthetic biology is now reaching a stage where it calls for computer-aided design tools. The circuit design community has unique expertise to contribute to this endeavor. As with integrated circuits, the key in synthetic biology is to develop design flows that systematically explore configurations at different levels of abstraction. Randomness is inherent to biochemistry: at each instant, the sequence of reactions that fires is a matter of chance. We argue that biochemical design problems can be cast in terms of discrete, probabilistic computation performed on protein quantities. This project will develop a modular and extensible design methodology for synthesizing biochemistry with robust probabilistic outcomes [2].

“Probability is expectation founded upon partial knowledge.” – George Boole, 1832

This project advocates a novel view for computation: instead of transforming definite inputs into definite outputs – say, Boolean, integer, or real values into the same – circuits and biological systems transform probability values into probability values; so, conceptually, real-valued probabilities are both the inputs and the outputs. This is illustrated in Figure ??.

“Probability is expectation founded upon partial knowledge.” – George Boole, 1832

Nevertheless, when cast in terms of probabilities, the computation is robust: inputs
and outputs are encoded through the statistical distribution of the signals and in bit streams; these are digital, consisting of zeros and ones; they are processed by ordinary logic gates, such as AND and OR. The computation is random at the bit level; nonetheless, in the aggregate it becomes exact and robust, since the accuracy depends only on the statistics of the bit streams.

- In the realm of biology, signaling pathways produce specific output types of proteins in response to input types. The exact sequence and timing of biochemical reactions that fire is random. However, the probability distribution on specific outcomes – for instance, the mutually exclusive production of different signaling molecules – is precise and robust.

The view is the basis of an efficient new methodology for synthesizing circuits with probabilistic behavior. Our approach produces circuits that are highly resistant to errors – both in the underlying components and in the signal values. If noise-related faults produce random bit flips, these result in fluctuations in the statistics; accuracy is regained through increased redundancy. Thus, the approach provides tolerance of faults that scales gracefully to large numbers of errors [?]. In synthetic biology, our approach produces a precise distribution of different outcomes across a population of organisms or in a sequence of trials. This gives us the ability to fine-tune the response – akin to hedging with a portfolio of investments – in spite of large uncertainties in the underlying mechanisms [?].

2 Related Work

The project builds upon work presented at top conferences in the fields of design automation and synthetic biology in 2007 and 2008: the Design Automation Conference [?, ?], the International Conference on Computer-Aided Design [?, ?], the Synthetic Biology Conference [?], and the Advances in Synthetic Biology Conference [?]. Expertise in logic synthesis stems from Marc Riedel’s dissertation work on feedback in combinational circuits [?, ?]. Experimental validation of the design methods for synthetic biology will be pursued collaboratively with the research group of Tim Mullins in the Life Sciences at IBM, through the joint Biomedical Informatics and Computational Biology Initiative with the Mayo Clinic and IBM Rochester.

3 Design Automation for Nanoscale Digital Circuits

Statistical methods for performance analysis are well established in the realm of circuit design. These generally are applied to tighten performance bounds and to optimize for better nominal behavior. Techniques such as modular redundancy and majority voting have been investigated for fault tolerance. Such schemes require that the control circuitry for voting be fault-free. Fault tolerance through error correcting codes is widely applied for memory subsystems and communication links, both on-chip and off-chip. Again, the control circuitry for the error correction must operate reliably.

The approach taken in this project is fundamentally new. Instead of merely annotating signal values with statistical measures – that is, applying probabilistic techniques for analysis – the computation itself is structured probabilistically. This results in a dynamically tunable trade-off between computation time, accuracy, and reliability. Not only can variations and uncertainties be tolerated, randomness can be exploited in processor design and at and the algorithmic level. Although the method entails redundancy in the encoding of signal values, complex operations can be performed using simple logic.

The project will develop, implement, and measure the performance of this stochastic paradigm from the level of logic through to the system architecture. A comprehensive methodology for logic synthesis and verification will be formulated; processor architectures that exploit the stochastic nature of the computation will be investigated; and architectures that are tailored to specific application domains, for instance randomized algorithms for scientific computing, will be explored.
3.1 Stochastic Logic

Although there has been intense research into new nanoscale devices and technologies, most are still in the exploratory phases, still years or decades from the point when they will be actualized [?]. Accordingly, the development of software tools and techniques for logic synthesis remains speculative. And yet, for some types of new technologies, we can identify broad traits that will likely impinge upon synthesis. For instance, nanowire arrays are stochastically self-assembled in tightly pitched bundles. Accordingly, they exhibit the following [?]: 1) minimal control during assembly; 2) inherent randomness in the interconnect schemes; and 3) high defect rates.

The project will develop a new strategy for synthesizing logic in nanoscale systems, targeting randomness and defects. Instead of computing with deterministic signals, in our approach operations at the logic level are performed on randomized values in serial streams or in parallel “bundles” of wires (an approach originally suggested by von Neumann [?]). When serially streaming, the signals are probabilistic in time; in parallel, they are probabilistic in space. Figure ?? illustrates the latter. The wires in the bundles are digital, carrying zeros and ones; they are processed by ordinary logic gates, such as AND and OR. However, the signal is conveyed through statistical distribution of the logical values. Real values in the interval $[0, 1]$ correspond to the fraction of wires with value one. For example, if half the wires in a bundle $X$ have value one, then the signal is $p = 0.5$. If two-fifths are one, then it is $p = 0.4$.

With physical uncertainty, the fractional numbers correspond to probability of occurrence of logical one versus logical zero in an observation interval. In this way, computations in the deterministic Boolean domain are transformed into probabilistic computations in the real domain. This is illustrated in Figure ???. Our synthesis strategy is to cast logic computations as arithmetic operations in the probabilistic domain and implement these directly as stochastic operations on data-paths. For instance, two simple arithmetic operations – multiplication and scaled addition – are illustrated in Figures ?? and ??.

Given a specific Boolean function $y = f(x_1, x_2, \ldots, x_n)$, stochastic logic is implemented as follows. We generate $n$ independent stochastic bit streams $X_1, X_2, \ldots, X_n$, each consisting of $N$ bits. Each bit in the stream $X_i$ equals 1 with independent probability $p_{X_i}$. The stream is fed into the corresponding input $x_i$. Thus, in a statistical sense, each bit stream represents a random Boolean variable. In this way, when we measure the rate of the occurrence of 1 in the output bit stream, it gives us an estimate of $p_Y$. If the bit stream is sufficiently long, this estimate becomes accurate. We assume that the input and the output of the circuit are directly usable in this fractionally weighted form and so be interpreted as probabilistic signals. For instance, in sensor applications, analog voltage discriminating circuits are used to transform real values to and from appropriated weighted sets of random bits on the wire bundles.

![multiplication-stochastic-logic.pdf](multiplication-stochastic-logic.pdf)

Figure 1: Multiplication with stochastic logic. The AND operation is performed on randomly shuffled pairs of wires from two bundles $A$ and $B$, with the output assembled into a bundle $C$. Assuming that these signals are independent, it performs the multiplication of the corresponding signals $a$ and $b$.

![scaled-addition-stochastic-logic.pdf](scaled-addition-stochastic-logic.pdf)

Figure 2: Scaled addition with stochastic logic. The MUX operation is performed on randomly shuffled pairs of wires from two bundles $X$ and $Y$ based on a selecting bundle $S$, with the output assembled into a bundle $Z$. It performs the scaled addition of the corresponding probability signals: $x$ and $y$ based on $s$.

3.2 Stochastic Datapaths

r3.0in
We will devise a general methodology for synthesizing stochastic logic for the computation of polynomial arithmetic functions, a category that is important for applications such as digital signal processing. Consider such an application that calls for arithmetic operations on datapaths (either integer or floating point values). In the design, we first scale the magnitude of the values on the datapath to the real interval $[0,1]$. We translate the inputs into probability values, that is to say, we randomly assign bits on bundles at the correct fractional weighting. Now arithmetic operations can be performed directly on the probabilistic signals. This is illustrated in Figure 3.

Given a specification of a circuit in the Boolean domain, we compute a real-valued implementation of the arithmetic operation in the probabilistic domain. For the polynomials, multiplication and addition are synthesized with conjunctive operations (i.e., AND gates) and multiplexing operations (i.e., MUX gates) in the logical domain. Our methodology is based on converting polynomials into a particular mathematical form – Bernstein polynomials – and then implementing the computation with stochastic multiplexing [?]. (Recall that

\[ B^n(t) = \sum_{i=0}^{n} b^n_i B^n_i(t), \quad \text{where} \]
\[ B^n_i(t) = \binom{n}{i} t^i (1-t)^{n-i}, \quad i = 0, \ldots, n \]

is a Bernstein polynomial of degree $n$. The $b^n_i$‘s are called Bernstein coefficients.)

Figure 3: Example of converting a power-form polynomial into Bernstein form. It is well known that any power-form polynomial can be converted into an equivalent Bernstein polynomial. We have shown a new mathematical result: any Bernstein polynomial can be converted into an equivalent form with all coefficients in the unit interval. The conversion provides a constructive means of implementing stochastic logic through multiplexing.

In preliminary experiments, we have evaluated the cost and performance of our stochastic design methodology [?]. We compared the hardware cost of stochastic implementations to that of conventional deterministic implementations, as measured by the area-delay product of polynomial calculations. We also compared the performance of these two implementations on noisy input data. The experiments show that the stochastic approach produces circuits that are much more tolerant of errors in the input stream, while the area-delay product of the circuit is comparable to that of deterministic implementations. This is illustrated by the data in Figure 4.

It is not surprising that the deterministic implementation is so sensitive to errors, given that the representation used is binary radix. In a noisy environment, bit flips afflict all the bits with equal probability. In the worst case, the most significant bit gets flipped, resulting in relative error of $2^{M-1}/2^M = 1/2$ on the input value. In contrast, in a stochastic implementation, the data is represented as the fractional weight on
a bit stream of length $2^M$. Thus, a single bit flip only changes the input value by $1/2^M$, which is minuscule in comparison.

### 3.3 Nanowire Crossbar Arrays

Schemes similar to those used for field-programmable gate arrays (FPGAs). These rely on probing the circuit and programming interconnects after fabrication. In this project, we will develop a general method for synthesizing nanoscale logic that exploits both the parallelism and the random effects of the self-assembly, obviating the need for such post-fabrication configuration.

Existing strategies for synthesizing logic for nanowire arrays are based on routing schemes similar to those used for field-programmable gate arrays (FPGAs). These rely on probing the circuit and programming interconnects after fabrication. In this project, we will develop a general method for synthesizing nanoscale logic that exploits both the parallelism and the random effects of the self-assembly, obviating the need for such post-fabrication configuration.
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### 3.4 Stochastic Architectures

At the system level, computing with unreliable components presents significant challenges. While modular redundancy and majority-voting can be used to mitigate errors, this method is only applicable when the modules have small numbers of components characterized by low error rates. Indeed, with large numbers of components and high error rates, nearly every module is likely to experience errors that no amount of voting can compensate for. Furthermore, the system is vulnerable to faults in the majority-voting circuitry. With our probabilistic representation, failure resistance can be achieved much more transparently.

In preliminary work, we have studied the implementation of image processing algorithms such as edge detection and the Discrete Fourier Transform with stochastic processing. We measured the percent output (in pixels on the resulting image) that are in error with the stochastic implementation compared to a deterministic one. As expected, the error introduced by the stochastic computation decreases as the number of bits used per pixel increases. If we inject faults as random bit flips in the logic, the error increases, but proportionately, as shown in Figure ??.

At the application level, we will study hardware/software codesign techniques that leverage the probabilistic nature of the computation. We will use Verilog HDL-based simulations to study the trade-offs between computation time, accuracy, and reliability for stochastic implementations. We will first evaluate operations from benchmark circuits, say for digital signal processing applications. Next we will implement and evaluate a complete OpenRISC processor in this paradigm. Finally, we will implement a behavioral high-level synthesis flow for stochastic processing.

### 3.5 Randomized Algorithms

Randomness in the underlying architecture presents both challenges and opportunities for the application layer: on the one hand, uncertainty in the execution flow precludes applications with outcomes that hinge on particular branch points (for instance, controllers); on the other hand, if properly characterized and circumscribed, probabilistic execution can be leveraged for applications that are data-intensive yet statistical in nature.

Randomized algorithms such as the fingerprinting method will be investigated. Consider an architecture in which unreliable cores perform redundant computations very fast – say, $O(n^3)$ matrix multiplication
operations $C = A \times B$ – and a slower, reliable core performs a “gather” operation using fingerprinting methods – requiring, say $O(n)$ time. An example of fingerprinting for the $C = A \times B$ computation is to randomly choose a vector $\alpha \in \{0, 1\}^n$, and compute $\beta = A(B\alpha)$ and $\gamma = C\alpha$. If $\beta \neq \gamma$, output “$C \neq A \times B$.” By repeating this process $K$ times, we get a high confidence in detecting errors.

We will study the implications of stochastic processing for algorithms at the application layer and develop methods for hardware/software co-design. We will aim to provide bounds on the accuracy and quality of solutions generated by specialized algorithms run on machines characterized by permanent and transient error rates. This will include a study of the trade-offs in resources, time complexity, and the quality of solutions.

4 Design Automation for Synthetic Biology

The scope of recent research in synthetic biology is nothing short of Promethean. The J. Craig Venter Institute’s team has made significant progress toward the goal of artificial life: a living bacterial cell with fully synthetic DNA [?]. In engineering terms, the objective is to assemble a machine (a synthetic bacterium) in which the functionality of all the parts (the genes, the proteins that they code for, and how these interact biochemically) are understood. If the machine works, this vindicates the scientific understanding; if it doesn’t – and surely it won’t at first – then new understanding can be achieved by examining where and how it breaks. Of course, with a working blueprint for a synthetic machine, new functionality can be engineered robustly and effectively.

The set of constitutive parts that can be used for genetic manipulation in synthetic systems is vast. Comprehensive repositories of genetic data have been assembled – some public, some commercial – cataloging genes, their DNA sequences, and their products [?]. A concerted effort has been made to assemble repositories of standardized and interoperable parts for synthetic applications [?]. The platforms used will depend on the application, but the technology for synthesizing DNA is becoming routine: in late 2007, firms started offering custom-gene synthesis through e-commerce websites; the going rate is $0.49 per base pair [?].

So, in a real sense, the hardware for synthetic biology exists, i.e., the technology and infrastructure for obtaining cells with custom-designed genes. The instruction set is, to a large extent, known, i.e., genes and their function, cataloged in libraries. The challenge is: how can we write code with these instructions on this type of hardware?

4.1 Design Abstractions

One of the great successes of integrated circuit design has been in abstracting and scaling the design problem. The physical behavior of transistors is understood in terms of differential equations – say, with models found in tools such as SPICE [?]. However, the design of circuits proceeds at a more abstract level – in terms of switches, gates, and functional units. This modular approach makes design tractable; furthermore, it permits a systematic exploration of different configurations, leading to optimal designs.

Although driven by experimental expertise, synthetic biology has reached a stage where it calls for a similar automated design flow. This would allow for virtual experimentation: one could vary the inputs and parameters of synthetic designs and observe the outputs – in a manner analogous to traditional in vitro and in vivo experimentation. (This has been dubbed, somewhat facetiously, as “in silico” experimentation [?].) Beyond analysis, by deliberately applying design methodologies, one could engineer computational control over biological processes, designing pathways that produce specific outputs in response to different combinations of inputs.

Discrete Biochemistry: Interesting biochemistry typically involves complex molecules such as proteins and enzymes. Within the confines of a cell, the quantities of such molecules are often surprisingly small: on the order of tens, hundreds, or thousands of molecules of each type. At this scale, individual reactions matter, and the problem must be analyzed discretely [?].
Consider a system with three types of molecules $x_1, x_2,$ and $x_3$. The state of the system is described by the number of molecules: $[|x_1|, |x_2|, |x_3|]$. For instance, the system might be in the state $[3, 3, 3]$ with three molecules of each type. Consider the three reactions:

- $R_1: x_1 + x_3 \rightarrow 3x_3$
- $R_2: x_1 + 2x_3 \rightarrow 3x_2$
- $R_3: 2x_2 + x_3 \rightarrow 2x_1$.

Note that these reactions are coupled: the types appear both as reactants and as products in different reactions. Suppose that the system is in the state $[3, 3, 3]$ and reaction $R_1$ fires. One molecule of type $x_1$ and one of type $x_2$ are consumed; three of type $x_3$ are produced. This results in the state transition:

$[3, 3, 3] \xrightarrow{R_1} [2, 2, 6]$.

As reactions fire, a cellular process follows a sequence of such transitions. Figure ?? illustrates the trajectory taken from the state $[3, 3, 3]$ by the sequence $R_1, R_2,$ and $R_3$.

**Probabilistic Biochemistry:** Randomness is inherent: at each instant, the exact sequence of reactions that fires next is a matter of chance. Indeed, ignoring environmental changes outside the cell, one can assume cellular biochemistry behaves as a *Markov process*: the probability of future events depends only on the present state of the cell. At each point in time, the probability of a given reaction firing is a function of the quantities of different types of molecules present. Specifically, it is proportional to: 1) the number of ways that the reactants can come together; and 2) the reaction rate. Suppose that the system in the example above is in the state $S = [3, 4, 5]$. There are

$$3 \times 4 = 12, \quad 3 \times \binom{5}{2} = 30, \quad \binom{4}{2} \times 5 = 30$$

ways to choose the reactants of $R_1, R_2,$ and $R_3$, respectively. Suppose that the rates of reactions $R_1, R_2,$ and $R_3$ are 1, 2 and 3, respectively. Then the firing probabilities for $R_1, R_2,$ and $R_3$ are

$$\frac{12 \times 1}{162} = 0.074, \quad \frac{30 \times 2}{162} = 0.370, \quad \frac{30 \times 3}{162} = 0.556, \quad \text{respectively}.$$

Although we will often refer to rates in relative and qualitative terms – e.g., “fast” vs. “slow” – these are, in fact, real-valued parameters that are either deduced from biochemical principles or measured experimentally [?].

Computationally, such discrete probabilistic biochemical systems are characterized through Monte Carlo simulation [?], [?], [?]. Beginning from an initial state, reactions are chosen at random, based on propensity calculations. As reactions fire, the quantities of the different species change by integer amounts. Repeated trials are performed and the probability distribution of different outcomes is estimated by averaging the results.

### 4.2 A Biochemical Toolkit

This project will develop a modular and extensible design flow for implementing biochemical computation. Synthesis first will be performed at a conceptual level, in terms of abstract biochemical reactions – a task
analogous to technology-independent logic synthesis. Then the results will be mapped onto specific biochemical components, selected from libraries – a task analogous to technology mapping. A flexible toolkit of functional modules will be assembled: these include modules for standard arithmetic operations (analogous to those performed by an arithmetic-logic unit in a microprocessor system) as well as regulatory functions (analogous to those performed by control circuitry). Arithmetic computations will be both deterministic, as illustrated in Figure ??, and probabilistic, as illustrated in Figure ??.

\[
\begin{align*}
x & \xrightarrow{\text{slowest}} a \\
a + y & \xrightarrow{\text{fastest}} a + y' + z \\
a & \xrightarrow{\text{fast}} \emptyset \\
y' & \xrightarrow{\text{slow}} y.
\end{align*}
\]

**Example: multiplication.** Suppose that we wish to design a module that produces an output quantity of type \( z \) that is proportional to the input quantities of both type \( x \) and type \( y \): \(|z| = |x| \cdot |y|\). The set of reactions in Figure ?? accomplish this.

To see that these reactions implement multiplication, note that no reaction can fire until the first one does, producing a molecule of type \( a \). When it does, it initiates an iteration of a loop: the quantity of \( z \) increases as the second reaction fires repeatedly until there is no more \( y \) remaining. Once this process terminates, the third and fourth reactions fire, ending the iteration and restoring \( y \) to its initial value. In each iteration, the quantity of \( x \) is decremented by one and the quantity of \( z \) is incremented by \( y \). The final result is a quantity of \( z \) equal to the initial quantity of \( x \) times the initial quantity of \( y \).

We have developed modules for computing a variety of functions: multiplication, exponentiation, logarithms, etc. [?]. With our linear and raising-to-a-power modules, our scheme can be used to implement arbitrary polynomial functions; hence, in principle, it could be used to approximate complex functions through Taylor series expansions. In this project, we will extend the methodology to arbitrary curve fitting of data points [?].

### 4.3 Engineering Stochasticity

Randomness has been well characterized in biological systems [?], [?]. Certain biochemical systems appear to exploit randomness, choosing between different outcomes with a probability distribution – in effect, hedging their bets with a portfolio of responses. Examples include the hard pili epigenetic response of bacteria [?], the lentiviral positive-feedback loop in the HIV virus [?], and the lysis/lysogeny switch of the lambda bacteriophage [?]. As in natural systems, randomness plays a pivotal role in synthetically engineered systems.

A specific aim of the project is to develop methods for synthesizing biochemistry with robust probabilistic outcomes: the production of molecular products according to specified probability distributions [?]. Consider the following design problem, in the vein of recent research by Chris Voigt’s group at UCSF [?]. Suppose that bacteria are engineered to invade tumors and produce a drug to kill the cancer cells. The bacteria are engineered
to produce the drug in response to a triggering compound that is injected into the cancerous tissue. Each bacterium produces a fixed quantity of the drug. We cannot control the population density nor what fraction of the bacteria are exposed to the triggering compound. How can we calibrate the amount of drug that is produced?

The solution is to engineer a fractional response across the population. If say, $m$ out of the population of $n$ respond, then a fraction $\frac{m}{n}$ of the total amount of drug will be produced. This can be accomplished if we engineer a probabilistic response: each bacterium produces the drug with probability $\frac{m}{n}$. This is illustrated in Figure ??.

We will develop methods for designing biochemical reactions that produce different combinations of molecular types according to specified probability distributions [?]. An abbreviated description of a stochastic module is given in Figure ??.

We will develop methods for designing biochemical reactions that produce different combinations of molecular types according to specified probability distributions [?]. An abbreviated description of a stochastic module is given in Figure ??.

4.4 Rate-Independent Biochemical Synthesis

An important constraint in our design methodology is the timing, captured in the relative rates of the biochemical reactions. Both for intra- and intermodule computation, strict synchronization is often required: all the outputs of a given phase must be produced before the next phase can begin consuming them. To achieve this synchronization, the reaction rates must sometimes be separated by orders of magnitude: some much faster than others, some much slower. This might be costly or infeasible given a specific library of biochemical reactions.

In this project, we will explore a more efficient scheme for synchronization that we call locking [?]. It entails adding reactions involving a specific molecular type to each module – the module’s key. Without the key, the sequence of reactions in the module is prevented from firing. Each module’s key is produced by a reaction involving another type – the module’s keysmith. The keysmiths for the different modules are produced slowly and randomly. When one pops into existence, it is generally consumed by another reaction involving types called indicators. If none of these indicators are present, then it is this module’s turn to execute. Only then does the keysmith produce the key for the corresponding module. If there are multiple input dependencies in a module, we will need an indicator and an associated reaction for each. The set of reactions is shown in Figure ??.

This mechanism for locking is, in fact, analogous to handshaking mechanisms in asynchronous circuit design, with the creation of a keysmith acting as a probe and the generation of a key being an affirmative response [?]. With locking, our method synthesizes robust computation that is nearly rate independent, requiring at most two speeds (“fast” and “slow”). The trade-off is with respect to the size of the solution: more reactions are needed.

The first step for module locking is to identify all molecular types that indicate that the locked module should not be firing. Then, the reactions outlined in Equation ?? are added. Finally, the loop-initiator reaction is changed so that it requires the appropriate key, that is, one that will not be produced in the
presence of the specified indicators. This is illustrated with an example in Figures ?? and ??.

Curves of the probabilistic response for both the locked and unlocked versions are plotted for different rates Figure ??.

We see how effective locking is, even if “fast” is only twice as fast as “slow.”

4.5 Information-Theoretic Measures for Biology

Although Monte Carlo simulations faithfully reproduce the physical behavior of a system, they are computationally prohibitive. Furthermore, by averaging the results, such simulations produce only coarse-grained statistics that provide little insight into the dynamics of the stochastic behavior of biological systems.

In this project, we will explore metrics for characterizing the state space. In preliminary work, we have described a conceptually simple, yet effective, metric: the probability gradient [??]. For each point in the state space, the probability gradient is a vector corresponding to the expected value of transitions. More precisely, consider a system consisting of \(N\) types of molecules \(\{X_1, \ldots, X_N\}\). The state of the system

\[ [x_1, \ldots, x_N] \in \mathbb{N}^N, \]

where \(x_i\) is the number of molecules of type \(X_i\). Suppose that, from a given state \(S\), there are \(M\) possible transitions. Suppose that the \(j\)-th transition occurs with probability \(p_j\) and is characterized by the vector

\[ V_j = [v_{1,j}, \ldots, v_{N,j}] \in \mathbb{Z}^N, \]

where \(v_{i,j}\) is the change in the number of molecules of type \(X_i\) that this transition produces. The gradient is computed as

\[ \mathbf{G} = \sum_{j=1}^{M} p_j V_j. \]

For the first-order gradient, we consider the transitions resulting from a single reaction firing; for the \(m\)-th order gradient, we consider the transitions resulting from all possible sequences of \(m\) reactions firing.

For the first-order gradient, we consider the transitions resulting from a single reaction firing; for the \(m\)-th
The gradient allows us to characterize the topology of the state space. If the gradient is small in magnitude, then we are likely in a “flat” region with considerable uncertainty in the outcome; if it is large in magnitude, then we are likely in a “canyon” progressing rapidly toward a decision. If the outcome is nearly certain, then a trajectory can be terminated early, reducing the computation time. Furthermore, profiling the probability gradient allows us to detect abrupt changes in the topology – indicating the decision points of the system.

Many biological networks – metabolic pathways, protein-protein interactions, and transcriptional mechanisms – are commonly modeled as random graphs. Here, the degree distribution $P(k)$ is the probability that a “node” (gene) of the network is connected to exactly $k$ other nodes. Networks with this property are known as scale-free networks, as the relative probability for two different connectivities $k$ depends only on the ratio of the connectivities, rather than on their absolute values. Percolation theory for such random graphs tells us that there is sharp non-linearity in the global connectivity as a function of the local connectivity. We will study this phenomenon from the perspective of digital computation with biological networks; we will be drawing on the analogy with integrated circuits, where non-linearities in semiconductors serve as the basis for switching functions for digital computation.

4.6 Applications: Modeling the λ Bacteriophage

In preliminary work, we have applied our synthesis method to fit the data from a well-known biological model, that of the lysis/lysogeny switch of the lambda bacteriophage \[\lambda\]. Our goal is to demonstrate that our method can accurately capture the stochastic behavior observed in natural biological systems. This is analogous to the concept of “reduced-order modeling” in engineering analysis: the input/output behavior is maintained while the internal dynamics are lost. We do not present any biological interpretation of the results. However, we point out that our synthetic model is more compact and perhaps more robust to specific perturbations than the natural model.

Natural Model: The lambda bacteriophage is a virus that infects the E. coli bacteria. It chooses one of two survival strategies: either it integrates its genetic material with that of its host and then replicates when the bacterium divides (termed lysogeny); or it manipulates the molecular machinery of its host to make many copies of itself, killing the bacterium in the process, and thereby releasing its progeny into the environment (termed lysis) \[\lambda\].

The biological model for this behavior consists of an elaborate set of 117 reactions in 61 molecular types \[\lambda\]. We focus on a single input type, MOI, that plays a crucial role in the viral response. (It correlates with the number of copies of the virus that have infected the cell.) We analyze the probabilistic response for the production of two output types, cro2 and ci2. The production of the former corresponds to lysis; the production of the latter to lysogeny. (The outcomes are judged according to threshold values: 55 for cro2 and 145 for ci2.)
We characterized the probabilistic response of the model with Monte Carlo simulations. Sweeping the input type MOI across a range of values, we recorded the percentage of trials that resulted in each outcome. From this data, we performed a curve fit. The result:

\[ P(\text{lysis}) = 15 + 6 \log_2(MOI) + \frac{MOI}{6}. \]

The data points and the curve fit are shown in Figure ???. We assume that one or the other outcome always occurs, so \( P(\text{lysogeny}) = 1 - P(\text{lysis}) \).

obtain a model with 19 reactions in 17 types. Deterministic modules produce the linear and logarithmic dependence. A stochastic module produces the probabilistic response. Some simple additional reactions are used to glue the modules together. We characterized the probabilistic response of the synthetic model with Monte Carlo simulations. The results are shown in Figure ???. As can be seen, it implements a close fit to the natural model.

In this project, we will explore the implementation of our synthesis methodology with parts from the MIT BioBricks repository [?]. In addition to the potential applications in synthetic biology, we are interested in characterizing the stochastic dynamics of natural biological systems in a rigorous and systematic way – applying engineering concepts such as abstraction and reduced-order modeling. We will study a number of other biological models, including the lentiviral positive-feedback loop in the HIV virus [?] and the pheromone-response pathway in yeast [?].

4.7 High-Performance Computing for Synthetic Biology

Both analysis and synthesis are computationally intensive tasks. Biochemical systems are typically characterized through Monte Carlo simulations that track the minutiae of the reactions that are executing [?, ?]. Such simulations can be very lengthy because there are a multitude of reactions happening simultaneously in a cell. Each trial might consist of millions of reaction events; thousands of such trials must be performed in order to get an accurate estimate. For synthesis problems, mapping conceptual designs onto specific biochemical reactions entails a combinatorial search. An exhaustive search of the combinatorial space is an intractable proposition; heuristics and high-performance computing are needed to formulate optimal designs.

At present, computation time severely limits the application of stochastic simulation [?]. The computational burden stems from the physical nature of the problem: in a cell, vast numbers of chemical reactions happen nearly simultaneously. Stochastic simulation tracks each and every one of these reactions. If implemented sequentially, each trajectory in a simulation becomes impossibly long. We will consider two approaches to parallelizing stochastic simulation: 1) Run separate trajectories on each processor and communicate and aggregate the statistics on a central node. 2) Partition the state space dynamically into regions and assign these to different processors, handing off trajectories from processor to processor.

Molecular processes are not always independent of spatial constraints; they sometimes occur on the surface of membranes or in highly confined areas, in the presence of chemical gradients. We will explore simulation techniques that incorporate reaction-diffusion gradients. With this approach, parallelization could be applied spatially, with the cell volume divided into compartments, each assigned to a different processor. Gradients could be modeled without the computational blow-up that is incurred when tracking individual molecules [?].

The principal investigator has an existing collaboration with the Blue Gene Development team at IBM Rochester, Minnesota. IBM will contribute both infrastructure and associated software expertise to code development on high-performance computing platforms. Stochastic simulation will be implemented on IBM’s Cell Broadband Engine (Cell BE) processor as well as on IBM’s Blue Gene Supercomputer. Emphasis will be placed on accelerating key mathematical routines that best leverage Cell BE’s capability. Design alternatives will be considered for code hotspots. The code will be designed to leverage hardware architectural advantages such as parallelism, pipelining, and vector processing fundamentals.
5 Educational and Outreach Plan

“This isn't jargon – it's what things are called!” – David Baltimore, 2001

The project will communicate the goals and the impetus for interdisciplinary research to a wide audience, including students in the sciences and engineering as well as the general public. This will be achieved through curriculum development, writing, seminars, and workshops.

5.1 ECE/BICB Graduate Course and Book

A new graduate-level course titled “Circuits, Computation, and Biology” will be developed and offered jointly through the Electrical and Computer Engineering Department and the Biomedical Informatics and Computational Biology Program at the University of Minnesota and the Mayo Clinic. It will explore connections between engineering concepts — circuit theory, digital computation, and distributed computing in particular — and biological systems. A broad theme is the application of expertise from the former to the latter — specifically, the application of algorithmic and computational expertise from circuit design to the analysis and synthesis of biochemical and neural systems. It will be aimed at a wide audience; no prior knowledge of engineering or biology will be assumed. It will investigate a variety of topics from disparate fields but will not attempt to survey the research exhaustively. Rather, it will strive for depth and mathematical rigor in select areas. In parallel with the course, a book with same title will be written and published by Pan Stanford Publishing in 2010.
5.2 Collaborative Workshop on Technical Writing

The project includes an annual workshop on writing skills that will be organized annually at the University of Minnesota. The workshop is titled “SoC/ASIC, Induction of Apoptosis, . . . , what the heck? Impenetrable Jargon in Interdisciplinary Research.” (The former is an example of a vapid acronym from circuit design: it stands for “system-on-a-chip/application-specific integrated circuit”; the latter is an example of vapid jargon in biology: it means “causes cell death.”) For the workshop, researchers writing in interdisciplinary areas will be asked to submit technical papers. These will be critiqued by students in the journalism program at Minnesota State University.

5.3 Seminar Series on Public Engagement in Science

Engagement will also include public seminars discussing the nature of interdisciplinary research in a Café Scientifique series hosted by the Bell Museum of Natural History in Minneapolis. The format permits in-depth presentations but also encourages informal dialogue. The seminars will discuss design automation for nanotechnology and synthetic biology, as they are seen through the narrow lens of our research activities. They will also discuss these topics more broadly, as they are seen through the wide lens of public interest in science. We will discuss the ethical and security concerns swirling around research in synthetic biology; the social climate of research in biology versus engineering versus mathematics; and ways that we can interpret circuit design practices as a window into the potential achievements and limitations of human cognition.

5.4 K–12 Teaching

The activities of this project will be pursued in conjunction with a program called “Research Experiences for Teachers” (RET) at the University of Minnesota, which provides funding to support K–12 teachers to work on research projects in the summer. Through this program, K–12 teachers will be introduced to computational research in biology, including computer-aided design and simulation tools.

5.5 Undergraduate Research

The activities of this project will be pursued in conjunction with a program called “Research Experiences for Undergraduates” (REU) through the ECE Department and through the Minnesota Supercomputing Institute’s summer internship program. Undergraduates will work on “front-end” database systems of biochemical models as well as designing “back-end” number-crunching algorithms for analysis and synthesis on a farm of high-performance processors. Specifically, they will structure a relational database of biochemical parts, from MIT’s BioBricks repository; also, they will implement routines for mapping conceptual designs for synthetic biology onto this library of parts. These routines will be parallelized for IBM’s Cell BE chip and implemented on a Sony Playstation 3, as a precursor to higher powered parallel platforms such as IBM’s Blue Gene Supercomputer.

5.6 Additional Outreach to Underrepresented Groups

To ensure the participation in this research of students from traditionally underrepresented groups, we will work closely with existing recruitment programs at the University of Minnesota. In particular, we will recruit through college-wide program Academic Programs for EXcellence in Engineering and Sciences (APEXES).
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